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JavaScript is a popular, powerful, and highly dynamic programming lan-
guage. It is the arguably the most widely used and ubiquitous programming
language, has a low barrier to entry, and has vast amounts of code in the wild.
JavaScript has grown from a language used primarily to add small amounts of
dynamism to web pages into one used for large-scale applications both in and out
of the browser–including operating systems and compilers. As such, automated
program analysis tools for the language are increasingly valuable. Almost all of
the research to date targets ECMAScript 3, a standard that was succeeded by
the most recent version, 5.1, over four years ago. Much of the research targets
well-behaved subsets of JavaScript, eliding the darker corners of the language
(the bad parts) [5, 4]. In this work, we demonstrate how to statically analyze
full, modern JavaScript, focusing on uses of the language’s so-called bad parts.
In particular, we highlight the analysis of scoping, strict mode, property and
object descriptors, getters and setters, and eval.

Speed, precision, and soundness are the basic requirements of any static
analysis [7]. To obtain soundness, we began with LambdaS5, a small, func-
tional language developed by Guha et al. that, through desugaring, encompasses
the entirety of the ECMAScript 5.1 standard [3]. Its small size and deliberate
desugaring make it a tractable intermediate representation for the analysis of
JavaScript. Leveraging the semantics of LambdaS5, we build an abstract ma-
chine interpreter. Following the abstracting abstract machines recipe developed
by Van Horn and Might [6], a small-step abstract machine is easily and soundly
transformed into an abstract interpreter.

Once we have a sound abstract interpreter, speed and precision can be con-
figured from a number of angles. Optimization techniques developed by Johnson
et al. make any AAM-style analyzer faster [1]. By parameterizing the analyzer’s
allocation function we gain another axis of control [2]. A modular design of the
analyzer’s values makes it possible to plug-and-play different lattices, which is
necessary for testing different abstractions of JavaScript’s values and non-trivial
objects. The objects of the 5.1 specification are no longer simple key-value map-
pings, but map their string keys to either data or accessor properties, each of
which hold their own metadata. Further, data properties can be converted to and
from accessor properties. The objects themselves hold metadata that changes the
semantics of modifying both their mappings and metadata, causing the same line
of code to either update a value, silently have no effect, or raise an exception.
In the setting of analysis, a map with abstract spaces for both keys and val-
ues presents its own challenges to retain soundness while remaining performant.
As an example of a potential lattice, we discuss an abstraction of JavaScript’s
objects that significantly improves performance at the cost of a loss in precision.
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